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 Increased traffic on a website can lead to server overload, which in turn results 

in system downtime, slow response, and potential service disruptions that 

negatively impact user experience. This issue becomes particularly critical for 

systems that depend on a single main server without an efficient workload 

distribution mechanism. To address this challenge, this study aims to 

implement load balancing techniques using the round robin method to 

distribute incoming requests evenly across multiple backend servers. The 

research methodology involves system architecture design utilising Docker 

for containerisation and Nginx as a reverse proxy to manage traffic flow, 

combined with performance testing conducted using the K6 tool under various 

simulated traffic scenarios. Experimental results demonstrate that the round 

robin load balancing method successfully balances the distribution of user 

requests, reduces the risk of server overload, improves system reliability, and 

enhances response time performance. Therefore, the proposed approach 

proves effective in maintaining service availability and optimising overall 

system performance, especially under high and fluctuating traffic conditions. 
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1. INTRODUCTION  

The use of websites as the primary means of disseminating information and services is increasing. 

With the high number of users, the challenges in managing website traffic are becoming increasingly complex. 

One of the problems often encountered is an increase in traffic on applications or web servers, which can result 

in a higher workload on the server, leading to decreased performance, response times, and even system failures. 

 Load balancing is a network concept that distributes the workload across two or more connections 

evenly so that the work runs optimally and does not experience connection overload [1]. Web servers can be 

maintained with the use of load balancing. When one server cannot serve a request, another server 

automatically replaces it [2]. Load balancing consists of virtual servers and real servers. Virtual servers are 

devices that distribute the load to servers. Generally, the targeted server is the one with the least load [3]. 

 The Round Robin method in load balancing implementation is a scheduling algorithm. The basic 

concept of the Round Robin algorithm is based on time sharing, where the algorithm processes the queue in a 

sequential manner [4]. Each server receives requests in turn, forming a sequential and continuous cycle [5]. 

The mechanism is that each client's first request is directed to server 1, then to server 2, and subsequent requests 

are directed based on repetition until the request is completed [6]. 
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 The author decided to develop a system that implements load balancing technology using the round 

robin method, designed to distribute user requests evenly across available servers, so that each server receives 

balanced performance. It is hoped that website performance will improve, response times will be better, and 

website availability will be maintained even under high traffic conditions. 

 

2. METHOD  

2.1    Load Balancing 

Load balancing is a process in a computer network system that aims to distribute the workload evenly 

across a number of available servers. In practice, when a user sends a request to a service such as accessing a 

website or application, the request is first received by a load balancer, which is a component that functions as 

a data traffic controller. The load balancer then analyzes the condition of each available server, for example by 

monitoring CPU load, number of active connections, and response time. Based on this information, the load 

balancer will determine which server is most suitable to handle the request [7]. The following is an overview 

of how load balancing works. 

 
Figure 1. Load Balancing Work Process 

 

Load balancing works to ensure that network traffic remains smooth and user requests are distributed evenly. 

Here's how it works: 

1. Load balancing handles incoming requests from users for information and other services. The load 

balancer sits between the servers that handle these requests. 

2. Once a request is received, load balancing first determines which servers are available and online, 

then routes the request to that server. 

3. If a server goes down, the load balancer can redirect traffic to another available server. Conversely, 

the load balancer can also reduce server load as needed. 

 

2.2    Round Robin 

Round robin is a method widely used by load balancing devices. The round robin method works by 

dividing the load sequentially and in turn from one server to another. The basic concept of round robin is to 

use time sharing, in essence this algorithm processes queues in turn [8]. Round robin is one of the process 

scheduling algorithms in operating systems. Round robin is designed to divide the time for each process equally 

and in a circular order, running all processes without priority [9]. 

 
Figure 2. Load Balancing Algorithm Flowchart 
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The flowchart illustrates the Round Robin scheduling algorithm, which divides CPU time in turns 

using a time quantum (a specific amount of time given to each process to run before it is switched to another 

process) [10]. The flow is as follows: 

1. Start = Initialize Variables 

a. Q = Quantum Size (process running time) 

b. b)    R = Process Time (how long the process needs to run). 

2. Process Entered? If there is a new process, it is added to the queue. 

3. Processes in Queue = Processes are sorted according to user request. 

4.  Is process X at the front of the queue: 

a. Yes = process runs until time expires 

b. No = The process returns to the queue. 

5. Recalculate the remaining time: 

R = R – Q  (the process time is reduced by the quantum). 

6. Is R <= 0? 

a. Yes = Process Complete  

b.  No = The process returns to the queue, for the next turn. 

2.2.1    Round Robin Formula 

  The formula for round robin is as follows: 

 Initials / variables 

  N  : (number of servers: S1,S2,S3) 

  R  : Total requests 

  j    : Request sequence number (starting from 1) 

1. Calculate the average quota and remainder: 

 

•  

 

•  

2. Request mapping:   

•  

 

3. RESULTS AND DISCUSSION  

This stage is the first step in designing a system or application, which aims to identify the 

requirements, limitations, and relationships of the necessary parts of the system. The load balancing system for 

high traffic in a server environment uses the round robin method to distribute traffic or workload evenly among 

several resources or servers to prevent overload on server requests using the round robin method. 

 

3.1   Network Topology 

Topology describes the arrangement or architecture of devices and connections that are interconnected 

to form a network used for load balancing, as follows: 

 
Figure 3. Round Robin Method Architecture 
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There are 5 clients making requests to the server. The load balancer uses the round robin method to select an 

available server according to the queue to send the request, as described below: 

1. Client 1 sends a request. The load balancer sends the request to server 1 because it is first in the 

queue on server 1. 

2. Client 2 sends a request, the load balancer will send the request to server 2 because the queue on 

server 2 is full and server 2 is still empty. 

3. Client 3 sends a request, the load balancer will send the request to server 3 because the queue on 

server 2 is full and server 3 is still empty. 

4. Client 4 sends a request, the load balancer will send the request to server 1 because the next queue 

is back to server 1. 

5. Client 5 sends a request, the load balancer will send the request to server 2 because the next queue 

is server 2. 

6. Client 6 sends a request, the load balancer will send the request to server 3 because the next queue 

is server 3. 

7. And so on, if there is a new request, the load balancer will send the request to the server according 

to its queue. 

3.2   Load Balancing Flowchart 

Flowchart is used to illustrate the flow of how load balancing works, as shown in the following image: 

 

 
Figure 4. Load Balancing Flowchart 

 

The flowchart illustrates how load balancing works, with the following details: 

1. Start: This process describes the beginning of a load balancing system. 

2. Initialize the list of available servers: Load balancing will create the names and numbers of 

available servers. 

3. Store requests in a round robin queue: Load balancing will store all requests directed to the server 

in a queue using the round robin method. 

4. Select Server: Load balancing selects available servers sequentially according to the round-robin 

algorithm. 

5. Server availability check: Load balancing will check the server; if the server is available, the 

request will be forwarded to the server; if the server is unavailable, the request will return to the 

queue. 
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6. Send response: Load balancing sends the user's response according to the selected server. 

7. Completion: This indicates that the system has finished. 

3.3   Dockerfile Configuration 

 Dockerfile is a text file containing automated instructions for building a docker image, where a docker 

image is a package containing all the files, libraries, configurations, and instructions needed to run an 

application in a container. This ensures that developers can run applications with the same configuration. 

 

 
Figure 5. Dockerfile Configuration and Build Process 

 

 The process of configuring the creation of a Docker image to build a container that will run the 

configuration and instructions needed so that the application can be easily distributed. 

1. The FROM variable initializes the new creation and sets the base image (a valid Dockerfile must start 

with the FROM instruction). Code FROM nginx: alpine. This describes the base image used in the 

Docker, which is the nginx image with the alpine version (a lightweight version of Linux). 

2. The RUN variable is used to execute a new layer command on top of the current image. RUN rm -rf 

/usr/share/nginx/html/. This code serves to delete all default files from the nginx image, which will be 

replaced with the image created by the author. 

3. The COPY variable is used to copy new files or folders into the docker image. COPY index.html 

/usr/share/nginx/html/. This is used to copy the author's index.html file into the default html folder so 

that it will be displayed on the server. 

     After completing the Dockerfile configuration process, proceed to the build process, which will create 

the docker image. 

1. Script docker build -t application. (docker will build a new image, with the -t script serving to give it 

a name, the application script is the name of the image that has been created, and. is the location of 

the file in a folder). 

2. Script docker image ls (command to display a list of docker images that have been created and stored 

in the local system). 

3.4   Load Balancer Configuration With Nginx 

 This configuration sets up nginx and a load balancer, which receives requests from clients and 

forwards them to two backend servers running on ports 8085, 8086, and 8087. The load is then distributed 

(load balancing), and the client's original IP address is forwarded to the backend for logging. 
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Figure 6. Load Balancer with Nginx 

 

 The image shows the Load Balancing configuration to determine how the server will respond to HTTP 

requests. Here is an explanation of each line: 

1. /etc/nginx/sites-available/load-balancer (used to create load balancer configurations with Nginx). 

2. Upstream block (The upstream block is used to define a group, which in this script the author has 

named server backend). 

a. Three backend servers are defined: 127.0.0.1:8085, 127.0.0.1:8086, 127.0.0.1:8087. 

b. Nginx performs load balancing between the three servers alternately. 

3. Server block (used to determine how Nginx should handle requests based on domain, IP, and port). 

a. listen 80; means that the Nginx server will listen for HTTP requests on port 80. 

b. listen [::]:80; for IPv6 support. 

c. server_name 127.0.0.1; means it only handles requests to 127.0.0.1. 

4. Location / block (used to set how Nginx handles requests to specific paths on the server). 

a. location / handles all requests to the root path (/). 

b. proxy_pass http://backend; forwards requests to the defined backend. 

c. proxy_set_header is used to forward important information from the client to the server. 

3.5   K6 Test Configuration 

 K6 test configuration is a setting or script used to determine how to simulate load on a web application 

or API using the K6 tool. The purpose of this configuration is to test system performance when receiving a 

large number of requests simultaneously. 

 

 
Figure 7. k6 Test Configuration 

 

 Figure shows the contents of the k6 Test configuration. The following is an explanation of each line: 
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1. Import the http module to send HTTP requests. 

2. Import the check function to validate responses and sleep if needed. 

3. The test target is http://127.0.0.1/ (localhost). 

4. Executor: ‘per-vu-iterations’ (Each virtual user will run a certain number of iterations. In this case, 1 

iteration per VU). 

5. Vus: 5450, Using 5450 virtual users (Indicates high load). 

6. Iterations: 1 (Each virtual user will only make one request). 

7. Main test function: Perform an HTTP GET to the target URL. 

The main objectives are to: 

1. Determine whether the server is capable of handling 5450 requests simultaneously. 

2. Check whether all responses from the server return HTTP status 200 (OK). 

If the server is powerful and well-configured, then: 

1. All requests will be successful (status 200). 

2. The output in the terminal will show a high success rate and stable response time. 

If the server is unable to handle the load: 

1. Errors such as timeout, connection refused, or a status other than 200 will occur. 

2. This indicates that the server needs to be strengthened or optimized. 

3.6   System Testing 

 At this stage, testing is conducted on the system that has been built, namely Load Balancing 

Implementation on a server to display the results of traffic load caused by user requests, using 1, 2, and 3 

servers starting from 3000 requests on each server up to the maximum limit that the server can accommodate 

the load of requests received using a maximum of 4 CPU cores. 

 

3.6.1 Testing 1 Server Without Load Balancer 

 Traffic load testing with 3000 requests per second using only 1 server, 1 container with a maximum 

of 4 CPU cores. 

1. Traffic load testing with 3000 requests using 1 server with 1 container 4 core CPU: 

 

Figure 8. Testing Successful on 1 Server with 3000 Requests 

 

 The test was successfully conducted and produced the following data: 

a. Total number of checks = 3000 data 

b. Successful data = 100% (all data loaded successfully) 

c. Error data = 0% (no data failed) 

d. Average duration (avg) = 18.06ms 

e. Total duration = 14.083 requests per second 
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f. Total data received = 22 mb 

g. Total data sent = 195 kb 

The test results show that the server has excellent performance with all HTTP requests successful 

(status 200), no failures, fast response times (average 18ms), and high throughput reaching over 14,000 

requests per second, indicating that the server is capable of handling loads efficiently and stably. 

 

2. Traffic load testing with 10,000 requests using 1 server with 1 container and 4 core CPU: 

 
Figure 8. Failed Test of 1 Server With 10000 Requests 

 

 The test was successfully conducted and produced the following data: 

a. Total number of checks = 10,000 data points 

b. Successful data = 70.53% (7,053 successful data points) 

c. Error data = 29.47% (2,947 failed data) 

d. Average duration (avg) = 161.48ms 

e. Total duration = 8,299.18 requests per second 

f. Total data received = 52 mb 

g. Total data sent = 480 kb 

The server experienced high pressure with 70.53% of requests successful and 29.47% failing, possibly 

due to excessive server load from 10,000 users. The response time increased to 125 ms and the execution 

duration reached more than 500 ms per iteration, indicating that the system was not yet stable enough for 

this amount of traffic. 

 

4.     CONCLUSION  

The author has successfully built and implemented load balancing in a high-traffic server environment 

using containers provided by Docker to build a server. The implementation of load balancing using the round 

robin method significantly improved system performance and distributed the server's workload evenly in order 

to cope with increased traffic in the server environment. The round robin method successfully reduced response 

times and accelerated user request processes. Based on the test results by sending 3000 requests to the server 

without using the load balancing method, the first experiment produced the following data: Total duration = 

14,083 requests per second. then testing using a load balancer with a division of 2 servers resulted in a total 

duration of 10,638 requests per second, which was faster than before, and the last test using 3 load balancer 

servers resulted in a total duration of 7,987 requests per second, resulting in an even better response speed. 
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